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1 Introduction
About Python
Python was created in 1991 by Guido van Rossum, a Dutch programmer. Being a big fan of Monty Python’s Flying Circus, Guido van Rossum named his newly created language Python.
At present, Python is a popular language and its popularity is continually growing. It is a modern programming language that supports different programming paradigms. Python is freeware and open-source. It is used by CERN, Google, Facebook, YouTube, Mozilla and others. It runs on different platforms, e. g. Linux, Windows or Mac. Python is taught at numerous top universities as the first programming language (MIT, Berkeley, etc.)
The purpose of this e-book
There are several approaches to the study of programming (e. g. a text-based interface, a graphical user interface, a mathematical context or Turtle geometry). The unique feature of this e-book is its use of graphics to teach programming to beginners.
The e-book is illustrative, containing many practical tasks using the graphic environment of the Tkinter library. Its content covers a basic programming course. We start by learning graphical shapes, and using a loop and conditions. Later we learn to react to mouse and keyboard events. Finally, we are able to create animations and simple games. At the end of the e-book, you can find a final exam to test your knowledge and skills.
Author’s publications can be found and purchased here:
http://www.creatingwithpython.com
https://www.facebook.com/creatingwithpython
We wish you good luck with Python :)
Author
2 Installing the Python Environment and Starting IDLE
Download Python version 3.5.2 (or any other version starting with the number 3) from http://www.python.org. A 64-bit version is needed in case you have a 64-bit operating system. That can be easily verified in your system settings.


During the installation process, tick the "Customize installation" and "Add Python 3.5 PATH" checkboxes.

In the "Advanced Options" window, tick "Install for all users" if needed.
Note: School networks where each student uses their own account will most likely need this option. If you are not sure, please consult the person responsible for installing new software on the computers at your institution.

Python 3.5.2 is now installed. It can be started using the IDLE icon.

This opens up a Python Shell window. Python Shell is an interactive environment, which means it can execute commands right after they are typed in. Our programs will, however, be so long that it would be uncomfortable to enter each line into the shell separately. That is why we will use the editing mode to write our program, in a way similar to editing a regular text document. To get into editing mode, click File > New File in the shell window. The new window which has just opened up is the one used for writing a program. We can save the program using CTRL-S as usual or File > Save As from the menu. It is important to save the program to a file with a .py extension to enable syntax highlighting in editing mode. To run our empty program, press F5. Python outputs information about the program that has been started to a shell window. Running the program also resets all Python settings.
3 Graphic Functions
3.1 Initializing the Canvas
After starting IDLE and creating a new file, we are ready to start typing our first program.
In order to draw something on the screen, we need to create a window with a component called a canvas. To work with the canvas, we have to import a module that contains a definition of what the canvas is. In this book we will be using a tkinter module to work with canvas. To import this module, start your program with the statement import tkinter. After importing the module, we can start creating the canvas we will later use to draw our shapes on: canvas = tkinter.Canvas(). We use the statement canvas.pack() to show the canvas in a new application window.
This is what our program looks like so far:
import tkinter
canvas = tkinter.Canvas()
canvas.pack()
Now we are ready to run our program. Press F5 to run the program. After a short delay, an empty window like this one shows up:

The window is empty because we have not drawn any shape on the canvas.
Click
to close the window as usual.
3.2 Point Coordinates and Drawing Lines
Various shapes like lines, rectangles or ellipses can be drawn on the canvas.
To draw a shape on the canvas, we need to specify its position using the coordinates of one or more points (depending on the shape).

Each point's position consists of 2 coordinates: x and y.
The x coordinate determines the distance of the point from the left edge of the canvas, while the y coordinate determines the distance of the point from the top of the canvas. Coordinates are always written as two numbers.
The x coordinate is always the first number and the y coordinate the second.

Tasks:
To draw a line from the point [10, 100] to the point [200, 100], we would use canvas.create_line(10, 100, 200, 100). This function also allows us to draw lines through more than just 2 points.
We can specify more points by adding the coordinates of those points to the statement as follows:
canvas.create_line(10, 100, 200, 100, 10, 200)
This statement extends the previous line to the additional point [10, 200].
After adding the statement that draws a line, our program looks like this:
import tkinter
canvas = tkinter.Canvas()
canvas.pack()
canvas.create_line(10, 100, 200, 100, 10, 200)
The program draws a line that starts at point [10, 100], continues to [200, 10] and ends at [10, 200]:

Exercise:
While drawing a line, we can define the width of the line:
canvas.create_line(10, 100, 200, 100, width=5)
The statement above draws a line that is 5 pixels thick.
We can also change the color of the line:
canvas.create_line(10, 100, 200, 100, fill='red')
We can also combine both decorations to draw a thick red line like this:
canvas.create_line(10, 100, 200, 100, fill='red', width=5)
or this:
canvas.create_line(10, 100, 200, 100, width=5, fill='red')
Both programs draw a red line which is 5 pixels thick. The parameter width can be used to set the thickness by a numeric value. Color can be set using the fill parameter, which accepts the name of the color enclosed in apostrophes. This supports more colors, for example:
'white','black','red','blue','yellow','green','maroon',
'orange','gray','skyblue','violet','fuchsia','olive'.

There are multiple ways to draw the triangle above:
import tkinter
canvas = tkinter.Canvas()
canvas.pack()
canvas.create_line(110, 10, 10, 200, fill='blue')
canvas.create_line(10, 200, 210, 200, fill='blue')
canvas.create_line(210, 200, 110, 10, fill='blue')
or
import tkinter
canvas = tkinter.Canvas()
canvas.pack()
canvas.create_line(110, 10, 10, 200, 210, 200, 110, 10, fill='blue')
Exercises:


3.3 Drawing Rectangles
Tasks:
Similarly to lines, the canvas has a function to draw a rectangle, too. The following statement: canvas.create_rectangle(10, 50, 110, 100) draws a rectangle specified by points [10, 50] and [110, 100], like the one in the picture:

Tasks:
Exercises:

Tasks:
Similarly to drawing lines, various parameters can be used to change the appearance of a rectangle. However, the fill parameter works differently. This time, a fill parameter sets the inner color, filling the rectangle. It does not change the outline color as one might think. To set the outline color, we can add an outline parameter to our statement like this:
canvas.create_rectangle(50, 50, 150, 100, fill='blue', outline='yellow', width=5)
The statement above draws a blue rectangle with a 5 pixel thick yellow outline. Remember, that the order of the decoration parameters (fill, outline, width) is not important.

Exercises:


Tasks:
Exercises:


3.4 Drawing Ellipses
We already know that we can use the statement canvas.create_rectangle(100, 50, 200, 100) to draw a rectangle with a left top point at [100, 50] and a right bottom one at [200, 100]. If we use the same coordinates and change the function canvas.create_rectangle to canvas.create_oval, we get an ellipse.
The last statement of this program uses the same coordinates with a different function:
import tkinter
canvas = tkinter.Canvas()
canvas.pack()
canvas.create_rectangle(100, 50, 200, 100)
canvas.create_oval(100, 50, 200, 100)
The program above draws both a rectangle and an ellipse. As we can see in the picture below, the coordinates of the points which specify the ellipse are not inside of the ellipse. These points specify a rectangle, in which the ellipse is drawn. The rectangle is a minimum binding rectangle of the ellipse. The drawn ellipse is also the biggest ellipse that fits inside the binding rectangle.

create_rectangle statement can be removed to draw just the ellipse:
import tkinter
canvas = tkinter.Canvas()
canvas.pack()
canvas.create_oval(100, 50, 200, 100)

The knowledge of binding rectangles is especially useful while working out the coordinates for an ellipse. We can start by drawing a binding rectangle at the coordinates and once we get the coordinates right, we can change the function to create_oval.
Tasks:
We might want to draw more shapes in a row on one canvas. Both the size of the canvas an its background color can be customized upon its creation. To change the size of the canvas, we can use the width and height parameters, which change the width and the height of the canvas. To change the background color, use the bg parameter.
import tkinter
canvas = tkinter.Canvas(bg='blue', width=800, height=600)
canvas.pack()
Exercises:


3.5 Writing Text on the Canvas
To output some text on our canvas, we can use the create_text function. Let us start by looking at an example:
canvas.create_text(100, 70, text='Hello')
The statement above draws the text "Hello" at the coordinates [100, 70]. The text is aligned so that the coordinates are in its exact horizontal and vertical center. This point is also the center of the bounding rectangle of the text. The text parameter contains the text to be written on the canvas.
import tkinter
canvas = tkinter.Canvas()
canvas.pack()
canvas.create_text(100, 70, text='Hello')

It is also possible to decorate text written on the canvas. For example, we can use a different font. That is what the font parameter is for. For example, we can specify font='Arial 70 bold'. However, the font parameter can only handle font names containing a single word. For example, 'Comic Sans' or 'Times New Roman' are impossible to enter this way. Advanced facilities would have to be used to specify font names that contain more words.
The following program:
import tkinter
canvas = tkinter.Canvas()
canvas.pack()
canvas.create_text(100, 70, text='Hello')
canvas.create_text(200, 50, text='Python', font='Arial 70 bold')
draws these texts:

The well-known fill parameter can be used in the same way as in the previous functions to change the color of the text. The text can also be rotated using the angle parameter (Note: this feature is not available on the Mac OS).
canvas.create_text(100, 70, text='Hello', fill='blue')
canvas.create_text(200, 50, text='Python', font='Arial 70 bold', fill='red')

import tkinter
canvas = tkinter.Canvas()
canvas.pack()
canvas.create_text(150, 150, text='Python', font='Arial 50 bold', fill='red', angle=90)
canvas.create_text(130, 90, text='Hello', fill='blue', font='Arial 40')
We have just rotated the "Python" text by 90 degrees. Setting a text angle rotates the text around its center (coordinates specified in create_text). The default direction for a rotation angle is counter-clockwise, but we can easily achieve a clockwise rotation using negative values. A 180-degree angle would rotate the text upside down.

Exercises:
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